Questions on topics that were not covered in the Spring 2008 semester have been omitted.
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## Problem 1 (6 points) Memories

a) How many bits are in a memory with 2 K words and a word size of 32 ? $2 * 32 \mathrm{~K}$ or $\mathbf{6 4 K}$
b) How many bits are required to address a memory with 64 K words?

16 since $2^{16}=64 K=64 * 1024=2^{6 * 2}{ }^{10}$
c) How many 16 -bit words can be stored in a 2 KB memory?
$\mathbf{1 K}$ or $\mathbf{2 K B} \mathbf{8 / 1 6}$

Problem 4 (4 points) Fixed point numbers
Express 21.75 as a fixed point binary number. (Remember, 11.1 binary represents 3.5 decimal.) 10101.11

## Problem 5 (4 points) Logical foundations

In Chapter 2, we learned about deMorgan's law and twos-complement representation. How are these fundamental concepts used to perform the bitwise OR and arithmetic subtract operations in the $\mathrm{LC} / 3$ ?
deMorgan's law allows us to perform an OR of registers R1 and R2 as the following
NOT R1,R1
NOT R1,R2
AND R3,R1,R2
NOT R3,R3
; ; can also NOT R1 and R2 back to their original values
Twos-complement allows us to perform a subtraction of R2 from R1 as
NOT R3,R2
ADD R3,R3,\#1
ADD R3,R1,R3

## Problem 13 (12 points) Being JSR'ed around

The following program really has been successfully assembled and simulated on the LC/3 software.

| START | . ORIG | x3000 | ; | instru |
| :---: | :---: | :---: | :---: | :---: |
|  | AND | R1,R1,\#0 | ; | x3000 |
|  | LEA | R5, START | ; | x3001 |
|  | LDI | R3, ADD1 | ; | x3002 |
|  | JSRR | R3 | ; | x3003 |
|  | ADD | R1, R1, x9 | ; | x3004 |
|  | JSR | LABZ | ; | x3005 |
| LABX | ADD | R1, R1, x3 | ; | x3006 |
| LABZ | AND | R3, R1, x4 | ; | x3007 |
|  | BRp | STOP | ; | x3008 |
|  | RET |  | ; | x3009 |
| STOP | STR | R1,R5, \#12 | ; | x300A |
|  | HALT |  | ; | x300B |
| ADD1 | .FILL | ADD2 | ; | x300C |
| ADD2 | .FILL | LABX |  | x300D |

.END
The last two .FILL's really are legal LC/3 pseudo-ops. If it makes you more comfortable, you can replace them with the following more obscure, though equivalent, pseudo-ops.

```
ADD1 .FILL x300D
ADD2 .FILL x3006
```

Your jobs is to describe what the LC/3 will do while executing this code until either (1) you have filled the following table or (2) the LC/3 executes the HALT trap. Put the address of each instruction in the left column and its action in the right column. I've filled in one for you.

| x3000 | Sets R1 to 0 |
| :---: | :---: |
| x3001 | Sets R5 to x3000 |
| x3002 | Sets R3 to x3006 |
| x3003 | Sets PC to 3006 and sets R7 to $\times 3004$ |
| x3006 | Sets R1 to 3 |
| x3007 | Sets R3 to 0 |
| x3008 | Doesn't branch as $\mathbf{Z}$ bit was set on last instruction |
| x3009 | Sets PC to $\times 3004$, the value stored in R7 |
| x3004 | Sets R1 to 12 (x0C) |
| x3005 | Sets PC to x3007 and set R7 to $\mathbf{x} 3006$ |
| x3007 | Sets R3 to 4 |
| x3008 | Sets PC to $\times 300 \mathrm{~A}$ as $P$ bit is set |
| x300A | Stores 12 (R1) in memory location x 300 C |
| x300B | Halts |

Problem 13 ( 16 points) LC/3 programming
In this long question of many parts, write little (many only two or three instructions long) LC/3 programs to solve the following small problems stated in a C-like syntax. Answers that are unnecessary long or complicated may not receive full credit.

| $\begin{aligned} \mathrm{R} 3= & \mathrm{R} 5+18 ; \\ & \text { ADD } \quad \mathrm{R} 3, \mathrm{R} 5, \# 9 \\ & \text { ADD } \mathrm{R} 3, \mathrm{R} 3, \# 9 \end{aligned}$ |
| :---: |
| $\mathrm{R} 5=$ $\mathrm{R} 7-\mathrm{R} 3$; <br>  NOT $\quad$ R5,R3 <br>  ADD <br>  R5,R5,\#1 <br>  ADD <br> R5, R7,R5  |
| $\mathrm{R} 4=\underset{\text { R } 3 \text {; }}{\mathrm{ADD}} \quad \mathrm{R4}, \mathrm{R} 3, \# 0$ |
|  |
| EOPR .... <br> M93 .FILL \#-93 |
|  |
| EOPR |
|  |
| EOPR .... $\begin{array}{lll} \text { NCHn } & \text {.FILL } & \#-110 \\ \text { PCHN } & \text {.FILL } & \# 78 \end{array}$ |

## Problem 15 (4 points) Device registers

Using the keyboard status and data registers (KBSR and $K B D R$ ) and none of the $\mathrm{LC} / 3$ trap routines, write a silly LC/3 trap routine that reads one character from the keyboard and returns in R0, 1 if the character was 'y' or 'Y', and 0, otherwise. Except for R0, your routine should restore all registers that it modifies.
P.S. Your code would look the same if it was a subroutine rather than a trap routine.

| PR15 | ST | R1, SVR1 |
| :---: | :---: | :---: |
|  | ST | R2, SVR2 |
|  | AND | R0, R0, \#0 |
| SPOL | LDI | R1,KBSR |
|  | BRzp | SPOL |
|  | LDI | R1, KBDR |
|  | LD | R2, MCHy |
|  | ADD | R2, R2, R1 |
|  | BRz | SRSTR |
|  | LD | R2, MCHY |
|  | ADD | R2, R2, R1 |
|  | BRz | SRSTR |
|  | ADD | R1,R1,\#1 |
| SRSTR | LD | R1, SVR1 |
|  | LD | R2, SVR2 |
|  | RET |  |
| KBSR | . FILL | xFEO0 |
| KDSR | .FILL | xFE02 |
| MCHy | . FILL | \#-121 |
| MCHY | FILL | \#-89 |

This term ECE 109 is using a more sophisticated calling convention then the one used in the following two answers.

## Problem 16 (4 points) LC/3 subroutine

Write a LC/3 subroutine that receives in register R 0 an $\mathrm{LC} / 3$ address. Your subroutine should then store zeros in the $15 \mathrm{LC} / 3$ memory locations starting at the address stored in R0. To get full credit for this problem, you must use a loop.

```
PR16 AND R1,R1,#0
    ADD R1,R1,#15
    AND R2,R2,#0
LP STR R2,R0,#0
    ADD R0,R0,#1
    ADD R1,R1,#-1
    BRp LP
    RET
```


## Problem 17 (2 points) Invoking the subroutine

Show how to call the LC/3 subroutine you wrote in Problem 16 to set the 15 memory locations starting with x 5555 to 0 .

```
LD R0,K5555
JSR PR17
```

K5555 .FILL x5555

